A Parameterized Timing-aware Flip-flop Merging Algorithm for Clock Power Reduction
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Abstract—In modern integrated circuits, the clock power contributes a dominant part of the chip power. Clock power can be reduced effectively by utilizing multi-bit flip-flops. In this paper, a parameterized timing-aware flip-flop merging algorithm is proposed for clock power reduction. The single-bit flip-flops are merged into multi-bit flip-flops after placement & optimization and before clock network synthesis with consideration of function information, scan chain information, distance and timing constraints. The algorithm can be configured with different parameters, such as the bit-number of MBFF, the setup timing margin and the distance margin. Experimental results under an industrial design show that compared with the basic design without MBFF, the design with 2-bit, 4-bit, 6-bit, and 8-bit MBFFs can save 7.5%, 12%, 11.8% and 11.1% total power consumption respectively. Using MBFF4 to replace 1-bit FFs is the best choice for the design optimization, which achieves minimum area and total power consumption. We also compare the designs with MBFF4 replacement under five different setup timing margins and distance margins. Without violating any timing constraint, it is better to set the setup timing margin as small as possible to achieve best power optimization. The distance margin (100µm, 30µm) is the best choice for this industry design to achieve minimum power consumption.

I. INTRODUCTION

With the enhancement of the integration degree, power consumption has become a limiting constraint in modern multicore SoC design. Among the overall chip power consumption, the switching power of the clock network consumes more than 40% of the total power [1]. Clock signals switching each cycle is one reason that clock consumes so much power. Another reason is that the clock network needs to drive a large number of flip-flops which have huge load capacitance. Thus many design methodologies have been proposed to reduce clock power, such as buffer sizing [2], clock gating [3], register clustering [4] and DVFS [5]. Recently, multi-bit flip-flops (MBFFs) replacement has become a promising technology for clock power optimization [6][7].

An MBFF consists of two or more 1-bit flip-flops (FFs), which share common clock drivers. Replacing multiple 1-bit FFs with one MBFF will significantly reduce the number of clock inverters and the number of clock sinks, which will reduce the wire length of the clock network and the buffers/inverters required in the clock network. Thus, power consumed by the clock network will be substantially reduced. Fig. 1 shows an example of replacing two 1-bit FFs with one 2-bit MBFF.

Utilizing MBFFs was first proposed in [8], which groups 1-bit FFs into MBFFs before floorplanning and placement to reduce clock latency and skew. A design methodology for applying MBFFs during logic synthesis was proposed in [9] for power reduction. However, it is hard to consider its effect on timing if applying MBFFs in early design stage, e.g., before placement. Recently, a few works [10]– [13] considered merging 1-bit FFs into MBFFs at the post-placement stage for clock power optimization.

In this paper, a parameterized timing-aware flip-flop merging algorithm is proposed for clock power reduction. The single-bit flip-flops are merged into multi-bit flip-flops after placement & optimization and before clock network synthesis with consideration of function information, scan chain information, distance and timing constraints. The flip-flops merging algorithm is a heuristic algorithm which can be configured with different parameters, such as the bit-number of MBFF, the setup timing margin and the distance margin. Experimental results under an industrial design show that compared with the basic design without MBFF, the design with 2-bit, 4-bit, 6-bit, and 8-bit MBFFs can save 7.5%, 12%, 11.8% and 11.1% total power consumption respectively. Using MBFF4 to replace 1-bit FFs is the best choice for the design optimization, which achieves minimum area and total power consumption. We also compare the designs with MBFF4 replacement under five different setup timing margins and distance margins. Without violating any timing constraint, it is better to set the setup timing margin as small as possible to achieve best power optimization. The distance margin (100µm, 30µm) is the best choice for this industry design to achieve minimum power consumption.

II. PROBLEM FORMULATION

The post-placement flip-flops merging problem can be defined as follow: Given a placed design D, a library L with MBFFs, replace 1-bit flip-flops by MBFFs as much as possible such that the power consumption and clock wire-length are minimized and the timing, scan chain and distance constraints

Fig. 1. Example of merging two 1-bit flip-flops into one 2-bit flip-flop.
are satisfied. In this section, we discuss the flip-flops merging problem from the following four aspects: function, scan chain, distance and timing.

A. Function Consideration

Replacing a few 1-bit flip-flops (i.e., $f_i, f_n, n>1$) with an MBFF $f_m$ without changing the original function must satisfy the following conditions:

1. The $n$ 1-bit flip-flops are the same FF type in the library;
2. The bit width of MBFF $f_m$ must be equal to the sum of bit widths of the $n$ 1-bit FFs and the MBFF $f_m$ has the same control pins with the $n$ 1-bit flip-flops;
3. The $n$ 1-bit flip-flops can be merged into an $n$-bit MBFF if and only if their control pins, such as clock, set, reset and scan-enable, are driven by the same nets.

B. Scan Chain Consideration

Merging flip-flops into an MBFF must also consider the scan chain information such that the scan chain is not changed due to the merging operation. In this paper, the flip-flops to be merged must obey the following rules:

1. The flip-flops to be merged must be on the same scan chain;
2. The scan-in (SI) pins of the flip-flops to be merged must have only one fan-in;
3. The clock (clk) and scan-enable (SE) pins of the flip-flops to be merged must connect the same nets;
4. The scan chain order must be preserved after merging.

C. Distance Consideration

Merging FFs into MBFF arbitrarily without considering the location information may lead to timing violation and routing problem. So besides the function and scan chain information, we also consider the location information of the flip-flops to be merged. We define the distance constraints of the flip-flops to be merged as follow:

Given $n$ flip-flops ($f_i, f_n, n>1$), the $n$ flip-flops can be replaced by an $n$-bit MBFF $f_m$ if and only if the maximum distances along $X$ and $Y$ axis among these flip-flops do not exceed two threshold values respectively.

The maximum distance along $X$ axis, called $\Delta X$, is defined as: $\max |x_i-x_j|$ $(1 \leq i, j \leq n \& \& i \neq j)$, where $x_i,x_j$ is the x coordinate value of the location of flip-flop $f_i$. The maximum distance along $Y$ axis, called $\Delta Y$, is defined as: $\max |y_i-y_j|$ $(1 \leq i, j \leq n \& \& i \neq j)$, where $y_i,y_j$ is the y coordinate value of the location of flip-flop $f_i$.

In our algorithm, the two threshold values for $\Delta X$ and $\Delta Y$ are set to be configured parameters to achieve better power optimization effect. Fig. 2 shows the example of distance constraints for four flip-flops to be merged.

D. Timing Consideration

Finally, the most important constraint is the timing constraint for the flip-flops to be merged. Given $n$ flip-flops to be merged into a functionally-equivalent MBFF, if these flip-flops meet the scan chain and distance constraints, they can be merged if and only if the input $D$-pin timing slack and the output $Q$-pin timing slack for each flip-flop should be positive.

The input $D$-pin timing slack is defined as the minimum setup timing slack among all timing paths to the $D$-pin of a flip-flop. The output $Q$-pin timing slack is defined as the minimum setup timing slack among all timing paths from the $Q$-pin of a flip-flop. In our algorithm, the $D$-pin and $Q$-pin timing slack is also set to be a configured parameter which can be 0 or any positive number to achieve better power optimization effect.

In addition, another rule which is related to the timing should be obeyed in our algorithm if the useful skew [14] option is opened in the placement stage. The place-and-route tool will preset a clock latency on the clock pin of the flip-flop when the useful skew option is opened during placement. So the rule is that before flip-flops merging, we also check that the clock latency on the clock pins of the flip-flops to be merged must be 0, which means the useful skew should not apply on the flip-flops to be merged.

III. PARAMETERIZED TIMING-AWARE FLIP-FLOP MERGING ALGORITHM

The pseudo code of the parameterized timing-aware flip-flop merging algorithm is shown in Fig. 3. The inputs of the algorithm are a placed design database $D$ without MBFF, a library $L$ with MBFFs and four configurable parameters. In order to simplify the complexity, we only use the MBFF with the same number of bits each time, so the bit-number $n$ of MBFF should be set before. The other three parameters are the $D$-pin and $Q$-pin setup timing margin slack and distance margin ($\Delta X, \Delta Y$) which have been discussed in Section II. The output of the algorithm is a new placed design database $D_{new}$ with MBFFs.

Firstly, all flip-flops with scan pins are gathered in a queue scan_FFs_queue in line 1. From line 2 to 33, the while loop performs until the length of the scan_FFs_queue reaches 0. In line 3, the first element of the scan_FFs_queue is fetched into a variable $f$. In line 5, $n$ sequential flip-flops including $f$ are searched and checked starting from $f$ on the scan chain by a procedure get_merge_group. A variable bad_chain which is set to be 0 initially in line 4 is used for marking whether the $n$ sequential flip-flops are met the scan chain rule or not. The function of the procedure get_merge_group is to search $n$ FFs on the scan chain starting from the flip-flop $f$ and to check if the $n$ FFs meet the scan chain constraint or not. The procedure will return the merge_group containing $n$ FFs and the bad_chain. In line 6-9, if the bad_chain equals to 1, the flip-flop $f$ will be removed from scan_FFs_queue and the while loop continues. From line 10 to 14, the distance constraints are checked. The maximum distances of FFs in the merge_group along $X$ and $Y$ axis are calculated by the procedure get_distance. If the maximum distances are larger than the preset margin $\Delta X$ or $\Delta Y$, $f$ will be removed from scan_FFs_queue and the while loop continues. In line 15-22, the type of FFs in merge_group is checked by the procedure check_FF_type and the clock and scan-enable pins are checked if driven by the same nets.
Parameterized timing-aware flip-flop merging algorithm

**Input:** a placed design database, an industrial library with MBFFs

**Output:** the whole testbench, a new placed design database $D_{new}$ with MBFFs

```
1: scan_FFs_queue = get_all_scan_FFs()
2: while [length of queue (scan_FFs_queue) > 0]
3:   f = get_first_element (scan_FFs_queue)
4:   if bad_chain = = 0
5:     {merge_group, bad_chain} = get_merge_group (f, n)
6:       if bad_chain = 1 then
7:         scan_FFs_queue = scan_FFs_queue - {f}
8:       continue
9:     end if
10:     [distance_x, distance_y] = get_distance (merge_group, n)
11:     if distance_x > $\Delta X$ || distance_y > $\Delta Y$ then
12:       scan_FFs_queue = scan_FFs_queue - {f}
13:       continue
14:     end if
15:     if check_FF_type (merge_group) = = 0 then
16:       scan_FFs_queue = scan_FFs_queue - {f}
17:       continue
18:     end if
19:     if check_CLK_SE_pin_net (merge_group) = = 0 then
20:       scan_FFs_queue = scan_FFs_queue - {f}
21:       continue
22:     end if
23:     if check_timing_margin (merge_group, slack) = = 0 then
24:       scan_FFs_queue = scan_FFs_queue - {f}
25:       continue
26:     end if
27:     if check_clock_latency (merge_group) = = 0 then
28:       scan_FFs_queue = scan_FFs_queue - {f}
29:       continue
30:     end if
31:     Replace n FFs in merge_group by an MBFFn
32:     Place MBFF (MBFFn)
33: end while
34: RefinePlace()
```

Fig. 3. Parameterized timing-aware flip-flop merging algorithm.

### IV. Experimental Results

We implement the flip-flops merging algorithm in TCL language and integrate it in Cadence Innovus flow. The timing-aware FF merging is performed after placement. After that merged MBFF will be relocated in reasonable location and other related standard cells will be made a legalization. Then, clock tree synthesize will be performed and followed by routing and optimization. We also use Cadence Conformal to check the functional equivalence of the two netlists before and after merging, which demonstrates the correctness of the algorithm.

The parameterized timing-aware flip-flop merging algorithm has been tested on a 16nm industrial design which has about 300 thousands instances and 100 thousands flip-flops. The flip-flops merging algorithm can be configured with different parameters. We set five different setup timing margins $slack$, i.e., 0ps, 5ps, 10ps, 15ps and 20ps and set five distance margins ($\Delta X$, $\Delta Y$) with unit $\mu m$, i.e., (100, 30), (50, 15), (30, 10), (20, 5) and (10, 3) in the experiments. In the library, we choose MBFF2, MBFF4, MBFF6 and MBFF8 respectively in the experiments.

#### A. Results of MBFFs with different number of bits

TABLE I shows the design characteristics of basic design and design with 2-bit, 4-bit, 6-bit and 8-bit MBFFs replacement. The setup timing margin $slack$ is set to be 20ps and the distance margin ($\Delta X$, $\Delta Y$) is set to be (100$\mu m$, 30$\mu m$). The industrial design should run at the maximum frequency 1.4GHz. All designs with MBFFs replacement have met the performance requirement, which means FFs merging does not violate any timing constraint. Compared with the basic design without MBFF, the design with 2-bit, 4-bit, 6-bit, and 8-bit MBFFs can save 7.5%, 12%, 11.8% and 11.1% total power consumption respectively. It can be concluded that using MBFF4 to replace 1-bit FFs is the best choice for the design optimization, which achieves minimum area and total power consumption. In comparison to the basic design, the design with MBFF4 replacement can save 2.2% area and 12% total power consumption. The design with MBFF4 has 63.7% shorter clock wire length and achieves 13.4% less clock network power than the basic design.
B. Results of different setup timing margins

TABLE II shows the results of designs with MBFF4 replacement under five different setup timing margins from 0ps to 20ps. The distance margin is set to be (100µm, 30µm). The maximum frequency requirement is met under all five setup timing margins. It can be observed that as the setup timing margin decreases, more flip-flops can be replaced by MBFFs, which is consistent with our expectations. The design with setup timing margin of 0ps achieves the minimum total power consumption, which is 2.8% less than the design with setup margin of 20ps. It can be concluded that without violating any timing constraint, it is better to set the setup timing margin as small as possible to achieve best power optimization.

C. Results of different distance margins

TABLE III shows the results of the design with MBFF4 under five different distance margins. The setup timing margin is set to be 20ps. It can be seen that the distance margin is the best choice for this industry design to achieve minimum power consumption. If the distance margin is set to be too small, like (10µm, 3µm), fewer FFs will be replaced by MBFFs. To achieve better replacement effect, the distance margin should set to be a suitable value, which is according to the specific design case by case.

V. CONCLUSIONS

In this paper, we propose a parameterized timing-aware flip-flop merging algorithm for clock power reduction. The algorithm is a heuristic algorithm which can be configured with different parameters, such as the bit-number of MBFF, the setup timing margin and the distance margin. In order to ensure the correctness, single-bit flip-flops are merged into multi-bit flip-flops with consideration of function information, scan chain information, distance and timing constraints. This algorithm has been integrated into Cadence’s Innovus place-and-route tool flow, achieving good results in an industrial design. In future work, we will consider placement and routing congestion information in the flip-flop merging algorithm.
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