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Motivation. The specific root causes of the design problems
that are haunting system companies such as automotive and
avionics companies are complex and relate to a number of
issues ranging from design processes and relationships with
different departments of the same company and with suppliers1

to incomplete requirement specification and testing.2

Further, there is a widespread consensus in the industry
that there is much to gain by optimizing the implementation
phase that today is only considering a very small subset of the
design space. Some attempts at a more efficient design space
exploration have been afoot but there is a need to formalize
the problem better and to involve in major ways the different
players of the supply chain. Information about the capabilities
of the subsystems in terms of timing, power consumed, size,
weight and other physical aspects transmitted to the system
assemblers during design time would go a long way in
providing a better opportunity to design space exploration. In
this landscape, a wrong turn in a system design project could
cause so much economic, social and organizational upheaval
that it may imperil the life of an entire company. No wonder
that there is much interest in risk management approaches to
assess risks associated to design errors, delays, recalls and
liabilities. Finding appropriate countermeasures to lower risks
and to develop contingency plans is then a mainstay of the way
large projects are managed today. The overarching issue is the
need of a substantive evolution of the design methodology
in use today in system companies. The issue to address is the
understanding of the principles of system design, the necessary
change to design methodologies, and the dynamics of the
supply chain. Developing this understanding is necessary to
define a sound approach to the needs of the system companies
as they try to serve their customers better, to develop their
products faster and with higher quality.

An important approach to tackle in part these issues is
component-based design.

Component-based Design. Whereas layered designs decom-
pose complexity of systems "vertically", by splitting the design
into multiple design layers, component-based approaches re-
duce complexity "horizontally" whereby designs are obtained
by assembling strongly encapsulated design entities called
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1Toyota sticky accelerator problem came in part from components provided
by two contractors whose interaction was not verified appropriately, Airbus
delay problems were in part due to contractors who had different versions of
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2Boeing stated that a structural problem was discovered latein the design
process

"components" equipped with concise and rigorous interface
specifications. Re-use can be maximized by finding the weak-
est assumptions on the environment sufficient to establish the
guarantees on a given component implementation.

One challenge, then, for component-based design of em-
bedded systems, is to provide interface specifications thatare
rich enough to cover all phases of the design cycle. This
calls for including non-functional characteristics as part of
the component interface specifications. Current component
interface models, in contrast, are typically restricted topurely
functional characterization of components, and thus cannot
capitalize on the benefits of contract-based virtual integration
testing.

The second challenge is related to product line design,
which allows for the joint design of a family of variants of
a product. The aim is to balance the contradicting goals of
striving for generality versus achieving efficient component
implementations.

Platform-based design [52] has been formulated to help to
achieve this balance and to support component-based design.
To do so, the design is seen as a meet-in-the-middle approach
where the bottom-up part is related to the characterizationand
re-use of components. The ’rules’ for composing components
are an essential part of the methodology.

In all cases, a mathematically rigorous form (language)
for expressing heterogeneous components and their interfaces
together with their non functional characteristics is necessary.

Present State of Design Methodologies and Languages. De-
spite considerable progress in languages, notations, and tools
for model-based design [57] and model-driven development
[56], major problems persist. In practice, system integration,
adaptation of existing designs, and inter-operation of hetero-
geneous subsystems remain major stumbling blocks that cause
project failures. We believe that model-based design, as widely
practiced today, largely fails to benefit from the principles
of component-based design and platform-based design [52]
as a consequence of its lack of attention to the semantics of
heterogeneous subsystem composition.

Consider for example a widely-used software system de-
scription language such as UML 2 [4], [5], or more directly
its derivative SysML [47]. The internal block diagram no-
tation of SysML, which is based on the UML 2 composite
structure diagrams, particularly with the use of flow ports,has
severe weaknesses to address system design problems. The
SysML standard defines the syntax of these diagrams, not their
semantics. Although the SysML standard asserts that “flow
ports are intended to be used for asynchronous, broadcast, or



send-and-forget interactions” [47], the standard fails todefine
the semantics of such interactions. Implementers of tools are
free to interpret this intent, resulting in a modeling language
whose semantics is defined by the tools rather than by the
language itself. There are many semantic alternatives [30],
consequently the same SysML diagram may be interpreted
very differently by different observers. MARTE (Modeling
and Analysis of Real-Time and Embedded systems) [46]
also specifically avoids “constraining” (or even defining) the
execution semantics of models. Instead it focuses on providing
alternative ways of expressing today’s ad-hoc, non-composable
design practices such as concurrency based on threads [28].
Standardizingnotation is not sufficient to achieve effective
analysis methods and unambiguous communication among
designers. More importantly, without semantics, the modeling
framework fails to provide aplatform for design. Further,
the very flexibility of these modeling notations may account
for some of their success, because designers can become
“standards compliant” without changing their existing practice.
They merely have to adapt their notation. Moreover, the
notations can be freely reinterpreted by defining a “profile,”
greatly weakening the value of the notation as an effective
communication vehicle and design tool. We believe thatcon-
straints that lead to well-defined and inter-operable models
have potentially far greater value. More importantly, such
constraints are essential for these modeling frameworks to
become a central part of a platform-based engineering practice
[53].

The inclusion by OMG of Statecharts [20] in the UML
standard has helped to narrow the variability, but in many
cases, the exact semantics are determined by the implementa-
tion details of the supporting tools rather than by an agreed-
upon standard semantics. In fact, Statecharts also suffers
from inadequate standardization. Despite their common origin,
variants have proliferated [59]. Even the most widely used
implementations of Statecharts that claim to be standards-
compliant have subtle semantic differences big enough “that
a model written in one formalism could be ill-formed in
another formalism” [12]. In many implementations, including
the widely used RHAPSODY tool from IBM, the semantics is
(probably inadvertently) nondeterminate [55].

Over the last 20 years, we at Berkeley have been developing
model-based design techniques with sufficiently well-defined
semantics to provide an effective basis for platform-basedde-
sign and engineering. Components can be designed to operate
with a model, and when deployed, will operate in predictable
ways with the deployed system. The rigorous foundations of
the models [34] provide a solid basis for integration across
design domains, design adaptation and evolution, and analysis
and verification. Our work has been demonstrated in the open-
source software frameworks Ptolemy Classic [8], Ptolemy II
[16], Polis [1], Metropolis [2] and MetroII [13]. Many of the
techniques that we developed have been deployed in a wide
range of domain-specific applications, including hardwareand
FPGA synthesis, signal processing, automotive system design,
computer architecture design and evaluation, instrumentation,

wireless system design, mixed signal circuit design, network
simulation and design, building system simulation and design,
financial engineering, and scientific workflows. We believe
these approaches can be successfully applied to defense system
design. The goal of this extended abstract is to highlight the
key applicable ideas.

Models of Computation. At Berkeley, we have established
that models should be built using well-defined models of com-
putation (MoCs) [14]. An MoC gives semantics to concurrency
in the model, defining for example whether components in the
model execute simultaneously, whether they share a notion of
time, and whether and how they share state. An MoC also
defines the communication semantics, specifying for example
whether data is exchanged for example using publish-and-
subscribe protocols, synchronous or asynchronous message
transmission, or time-stamped events. We have provided a
formal framework within which the semantics of a variety
of models of computation can be understood and compared,
and within which heterogeneous interactions across modelsof
computation can be defined [34]. This formal foundation has
been elaborated and applied to multi-clock (latency insensi-
tive) systems [10], globally asynchronous, locally synchronous
(GALS) designs [3], and to timed models of computation
capable of reflecting real-time dynamics [41].

Abstract Semantics. In many situations, using a single gen-
eral MoC for an entire design requires giving up any pos-
sibility of property checking except by extensive simulation.
More restricted (less expressive) MoCs yield better to analysis,
enabling systematic exploration of properties of the design,
often including formal verification. But less expressive MoCs
cannot capture the richness and diversity of complex designs.
The solution is heterogeneous mixtures of MoCs. Indeed, the
heterogeneous nature of most defense systems makes multiple
MoCs a necessity.

In addition, during the design process, the abstraction level,
detail, and specificity in different parts of the design vary.
The skill sets and design styles that engineers use on the
project are likely to differ. The net result is that, during
the design process, many different specification and modeling
techniques will be used. The challenge is how to combine
heterogeneous MoCs and determine what the composition’s
behavior is. Unfortunately, the semantics of different MoCs
are typically incompatible.

A way to solve this problem is to embed the detailed
models into a framework that can understand the models being
composed. A theoretical approach to this view, which is well
beyond the scope of this article, can be found in [9] who
used an abstract algebra approach to define the interactions
among incompatible models. In some sense, we are looking
at an abstraction of the MoC concept that can be refined
into any of the MoCs of interest. We call this abstraction
an abstract semantics, first introduced in [33], [26]. The
inspiration on how to define the abstract semantics comes
from the consideration that MoCs are built by combining three
largely orthogonal aspects: sequential behavior, concurrency,
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and communication. Similar to the way that a MoC abstracts
a class of behavior, abstract semantics abstract the semantics
The concept is called a “semantics meta-model” in [54], but
since the term “meta-model” is more widely used in software
engineering to refer instead to models of the structure of
models (see [45] and http://www.omg.org/mof/), we prefer to
use the term “abstract semantics” here. The concept of abstract
semantics is leveraged in Ptolemy II [16], Metropolis [2],
and Ptolemy Classic [8] to achieve heterogeneous mixtures
of MoCs with well-defined interactions.

Hybrid Systems. Cyber-Physical Systems (CPS) integrate
computation, networking, and physical dynamics. As a con-
sequence, modeling techniques that address only the concerns
of software are inadequate [27], [29]. Integrations of contin-
uous physical dynamics expressed with ordinary differential
equations with the discrete behaviors expressed using finite
automata are known ashybrid systems[43]. At Berkeley,
we have previously done a detailed study and comparison of
tools supporting hybrid systems modeling and simulation [11].
Moreover, we have developed a rigorous MoC that provides
determinate semantics to such hybrid systems [39], [42], [36].
This work has influenced development of commercial tools
such a Simulink and LabVIEW and has been realized in the
open-source tool HyVisual [6]. Moreover, we have leveraged
the notation of abstract semantics to integrate such hybrid
systems with other MoCs such as synchronous/reactive and
discrete-event models [37]. This integration enables hetero-
geneous models that capture the interactions of software and
networks with continuous physical processes.

Heterogeneity. Integrating multiple MoCs such that they
can inter-operate, which is far from trivial, has been called
“multimodeling” [44], [18], [7]. Many previous efforts have
focused on tool integration, where tools from multiple vendors
are made to inter-operate [40], [19], [22]. This approach is
challenging, however, resulting in fragile tool chains. Many
tools do not have adequate published extension points, and
maintaining such integration requires considerable effort. At
Berkeley, our approach has been to focus on the interfaces
between MoCs. We have built a variety of modeling, analysis,
and simulation tools based on different MoCs [14], and have
shown how such interfaces can facilitate more robust inter-
operability. These include discrete-event [25] (useful for mod-
eling networks, hardware architecture, and real-time systems),
synchronous-reactive [15] (useful for modeling and designing
safety-critical concurrent software), dataflow [32] (useful for
signal processing), process networks [48] (useful for asyn-
chronous distributed systems), and continuous-time models
[37] (useful for physical dynamics). Influenced in part by our
work, SystemC, a widely used language in hardware design,
is capable of realizing multiple MoCs [50], [21], although less
attention in that community has been given to inter-operability.

For nearly all of these MoCs, the emphasis in our design
has been on providing determinate behavior (where the same
inputs always result in the same outputs, and introducing
nondeterminacy only where it is needed by the application

(for example to model faults). The result is a family of far
better concurrency models than the widely used thread-based
models that dominate software engineering [28].

Modularity. Key to effective design of complex systems is
modular design, where modules have well-defined interfaces,
and composition of modules can be checked for compati-
bility. We have shown that object-oriented concepts such as
classes, inheritance, and polymorphism can be adapted to
concurrent, actor-oriented components [31] (see also [23]).
We have developed advanced type systems for such compo-
nent compositions, enabling type inference and type checking
across large models with polymorphic components [60]. We
have adapted such type systems to capture domain-specific
ontology information, checking for correct usage and correct
interpretation of shared data [38]. And we have shown how
to check for compatibility of protocols in compositions [35]
and to synthesize interface adapters for separately defined
components [49].

Linking Behavior to Implementation: Quantity Managers.
To support evaluation of design choices, modeling frameworks
need to enable weaving together a multiplicity of models that
cover different aspects of a system. For example, a choice of
networking fabric will affect temporal behavior, power usage,
and vulnerability to faults. The Metropolis project [2], [13]
introduced the notion of “quantity manager,” a component
of a model that functions as a gateway to another model.
For example, a purely functional model that describes only
idealized behavioral properties of a flight control system
could be endowed with a quantity manager that binds that
functional model to a model of a distributed hardware archi-
tecture using a particular network fabric. By binding these
two models, designers can evaluate how properties of the
hardware implementation affect the functional behavior ofthe
system. For example, how does a time-triggered bus protocol
affect timing in a distributed control system, and how do the
timing effects change the dynamics of the system? Similarly,
a functional model could be endowed with a quantity manager
that measures power usage and identifies potential overloads
that may result from unexpectedly synchronized interactions
across a distributed system.

The notion of quantity managers brings to model-based
design a capability analogous to aspect-oriented programming
in software engineering [24]. Separately designed models can
be woven together using quantity managers in a manner
similar to the weaving of separately designed classes in aspect-
oriented design.

Semantics-Preserving Transformation and Implementa-
tion. Effective use of models requires well-defined relation-
ships between the models and systems being modeled. In many
cases, models can be used as specifications, and implementa-
tions can be synthesized from these specifications. The key
challenge is that such synthesis must preserve the semantics
of the implementation. We have many years of experience
with semantics-preserving code generation [51], [61], [58] and
model transformation [17].
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Conclusion. Tools and techniques for model-based design are
evolving rapidly and show considerable promise for deliver-
ing robust, adaptable, platform-based design techniques that
include formal ways of dealing with components, abstractions
and non functional characteristics.

The range of application of these methods is also evolving to
include on one side large, complex distributed systems of sys-
tems such as traffic management systems, water management
systems and smart grids and on the other biological systems
including synthetic biology and hybrid systems that involve
real neurons controlling a mechatronic system. The future is
bright!
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